# Notes for Development:

# How Tos:

## To Add Events to the Timeline

The Events for the timeline are generated from the PatientListEventResource object under restlet package.

It calls a method:

Event.*retrieveEvents(…)*

Which takes the list of event types (‘Hospital’ ,’Records’,’Visits’,…) etc,.. as input. (Look at the list on the Timeline object.) and returns an ArrayList of Event objects.
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The JSON is then generated for each Event and the result is returned in a JSON format that the timeline object can use.

To add the functionality to bring up a new Visit record:

Look at the following:

<http://simile.mit.edu/wiki/Timeline/Own_Handler_Instead_Of_Bubble>

Timeline.DurationEventPainter.prototype.\_showBubble = function(x, y, evt) { alert (evt.getDescription ()); }

Inside of medCafe.timeline.js

Is a method:

fillInfoBubbleCustom(evt, div, this.\_params.theme, this.\_band.getLabeller());

It is this method that should be used to generate the code for clicking on the link and bringing up the related data (whether image etc,) inside of medCafe.

## Overall Functionality

There are three main javascript files that deal with generic medCafe functionality:

* **medCafe.js**
* **medCafeTabs.js**
* **medCafe.widgets.js**

Between these the majority of non widget specific medCafe functionality is dealt with. i.e. deals with adding of a new tab, drag and dropping of tabs, saving of tabs (very complex.).

Most other widgets have their own javascript file following this convention:

medCafe.<widgetname>.js

e.g. medCafe.allergies.js

## How Tabs get Loaded

In index.jsp, there is a call to loadWidgetData for both patient specific and general widgets

This calls **loadWidgetData** in **medCafe.widget.js**

**loadWidgetData** makes a call to **widgets-listJSON.jsp** which lists all the widgets based on the **WidgetList.xml** document (located under config.)

Brings back the following JSON as an example:

{“widgets”:[

…

{"id":1,"repository":"OurVista","name":"Timeline","image":"images/timeline.png","method":"","clickUrl":"timelineJSON.jsp","params":"","type":"Timeline"}

…]

}

This is then turned into html using the template,

listWidgets.vm (and associated v2js\_listWidgets javascript).

Resulting in html of the following format:

<div class=”imageContain”>

<img custom:repository="OurVista" custom:params="" custom:id="1" custom:type="Timeline" custom:url="timelineJSON.jsp" alt="Timeline" src="images/timeline.png">

</div>

These are the major parameters used for further processing.

* **Repository** : tells the widget wether this is local, OpenVista, or hData.
* **Type**: the type of widget, very important parameter for further processing.
* **Url**: where to get associated data for this widget (usually , but not always JSON data).
* **Src**: The image to display for the widget.

Then for each “imageContain” class a ‘startWidgetDrag” function is associated with the mouseDown event (touchmove for case of iPad).

This calls ‘startWidgetDrag’ in medCafe.js.

This clones the image object and allows fr dragging to anywhere on screen. (Mainly holdover from when the widget listing was in its own iFrame.)

This then allows for dragging of the cloned image object, until a drop event is detected on the ‘droppable area’. This is an area inside the tabs\_template.jsp object.

A “widgetContent” class.

(This is why we always need at least an empty tab- so as to be able to register a ‘dropped’ event of a widget).

Inside of tabs\_template.jsp is a method that triggers on dropping of an image object (maybe need to check that this is of type imageContain class?)

This method beginning:

$(".widget-content").droppable({

drop: function(event, ui)

{…

Checks if this is a valid object to drop, i.e. is an imageContain object, with associated meta data embedded in the html (see above).

The code then parses out the html data embedded to extract all the meta data needed for further processing. E.g. widget type and url, etc,.

It then looks, using the repository parameter for the associated patient id, from that repository. Every repository will probably have its own id for patients.

Then a check is carried out to see if this tab is empty or contains a widget.

If it does contain a widget, then a new tab will be created.

If it doesn’t then the current tab will be used for the new widget.

The most common case is that widget has content:

This calls the function:

createLink(patientId,link, text, type ,params, repository, repPatientId);

CreateLink in medCafeTab.js is the major method for creation of any new Widget.

medCafeTabs.js CreateLink function :

Creates a new Tab, calling addTab method.

The addTab method, uses the label and the type of widget to create a new empty tab object. It then loads a new **tabs-template.jsp** object into this tab. And then selects the new tab to have focus.

After the new tab object has been added, and loaded with the tabs-template.jsp data, the next step is to create the widget specific data.

This is done through calling createWidgetContent function on medCafe.js

medCafe.js createWidgetContent

This method determines what functions and code to call for the widget, based upon the widget type.

Current types are:

* Chart\*
* Image\*
* Detail
* Viewer\*
* Annotate\*
* Repository
* Bookmarks
* Medications
* History
* Problem
* Immunizations
* Allergies
* Filter\*
* Timeline\*
* Symptoms\*
* AddHistory\*
* EditorNonIFrame\*
* Support
* SingleImage

Of these the ones marked with (\*)call the medCafeTabs.js **addWidgetTab** function. The goal is to have all widgets go through this function. Removing necessity of having different code for different widgets. (Currently 9 out of the 19 widgets call this method.)

The method **populateWidgetSettings** is then called.

This calls populateExtWidgetSettings in medCafe.widgets.js.

This loads the widget settings into an array, for use in saving to the database. And contains such information such as type, tab\_number, url, repository, label, patient\_id and repository\_patient\_id.

(The retrieval happened through loadExtWidgetSettings, and is called on changing the selected patient.)

## medCafeTabs.js addWidgetTab

Each tab has a ‘widget’ class with an id of "yellow-widget<%=tabNum%>" (look at tabs-template.jsp)

<div class="widget color-<%=tabNum%>" id="yellow-widget<%=tabNum%>">

(this is a holdover from initial development – the yellow –widget means nothing and can be changed, but is just a low priority).

Inside of this class is a ‘widget-content’ class.

<div class="widget-content no-copy" id="widget-content<%=tabNum%>">

<p><div id="aaa<%=tabNum%>" class="no-copy"></div></p>

<div id="dialog<%=tabNum%>">

<div id="modalaaa<%=tabNum%>"></div>

</div>

<div id="hasContent" custom:hasContent="false"></div>

</div>

Of particular note is that this has an id of “**aaa<tabnumber>”** e.g. “aaa2” for tab number 2 etc,. This is key to all functionality, as the aaa number is heavily used throughout the code.

The addWidgetTab function, first builds a string to access the data specified in the server link, this is the url specified in the WidgetList.xml file.

var serverLink = server + "?repository=" + repId + "&patient\_id=" + patientId + "&patient\_rep\_id=" + patientRepId;

$.get(serverLink, function(data)

{

And then does an Ajax get. Bringing back the url (a jsp) , and then appending it to the widget-content using the **aaa** number.

Then any widget specific data is handled through the **processScripts** method.

This method checks to see if the associated widget specific has been loaded, e.g. medCafe.timeline.js, and loads it dynamically if this hasn’t already been added.

Then it calls a function of format

Process<Type>(repId, patientId, patientRepId, data, type,tab\_num)

e.g.

processTimeline(repId, patientId, patientRepId, data,type, tab\_num);

This will processing script, will call any methods that should be called after the associated jsp file has been loaded (I.e. the HTML DOM object has finished loading).

It is within this processing script that all widget specific functionality should be called.

The last step in the addWidgetTab is to add a wrapper to allow for scrolling of the content of the widget.

## To Add a New Widget using addWidgetTab

1. Create a jsp object that contains the desired layout of the widget e.g. look at the list in the WidgetList.xml for list of all the jsps that are currently used.

e.g. if new widget is called “grommit” then jsp might be listGrommits.jsp

Note that due to Safari’s loading javascript slightly differently from Firefox, in the case of jsps, no javascript should be contained in the jsp itself. All javascript functionality should be contained in the medCafe.<widgetName>.js process<widgetName> method. (As Safari will not run the javascript contained within a dynamically loaded jsp.)

2. Create a file **medCafe.<widgetName>.js**, e.g. medCafe.grommit.js. Which should have, at minimum a **processGrommit**(….) method.

This should contain any processing to be carried out in javascript once the html DOM is fully loaded. (In some cases – notably Images, a delay will be needed to allow for the html to be fully loaded.)

3. Find/ Create a new Icon for the widget. Name according to <widget>.jpg or <widget>.png. e.g.

Grommit.png ![gromit.jpg](data:image/jpeg;base64,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)

4. Make an entry in the WidgetList.xml file pointing to the jsp and image files for this widget type. Under either patientSpecific or general widget types.

For example:

<medCafeWidget>

<name>Grommit</name>

<type>Grommit</type>

<image>grommit.png</image>

<server></server>

<clickUrl>listGrommits.jsp</clickUrl>

<method></method>

<repository>local</repository>

</medCafeWidget>

4. Make an appropriate entry in medCafe.js createWidgetContent method

(This if/else statement can be steamlined a bit).

For example:

else if (type == "Grommit")

{

if (typeof processGrommit == 'undefined')

{

$.getScript('js/medCafe.grommits.js', function()

{

addWidgetTab(this, link, tab\_num, patientId, repId, patientRepId, type);

});

}

else

{

addWidgetTab(this, link, tab\_num, patientId, repId, patientRepId, type);

}

}

5. Make an entry in medCafeTabs.js processScripts method

else if ( type == "Chart")

{

processGrommit(repId, patientId, patientRepId, data, type,tab\_num);

}

Note: The check for the script existence can take place in either medCafe.js createWidgetContent or in the medCafeTabs. processScripts method (it doesn’t really matter.)

## Adding the JSON data:

1. Create java object under restlet package with the following name convention:

<WidgetName>Resource.java

e.g. GrommitListResource.java

2. Implement the toJson method to return the data in the expected JSON format:

@Get("json")

**public** JsonRepresentation toJson(){

**try**

{

3. In the MedCafeApplication class add an entry in the createInboundRoot method (this could maybe later be populated by a config file)

router.attach("/repositories/{repository}/patients/{id}/grommit", org.mitre.medcafe.restlet.ListGrommitResource.**class**);

4.Create a jsp that returns the JSON data, and would contain something similar to code listed below.

e.g. grommitListJSON.jsp

<%@ page import="org.mitre.medcafe.util.\*" %>

<%@ taglib uri="http://java.sun.com/jstl/core" prefix="c" %>

<%@ taglib prefix="tags" tagdir="/WEB-INF/tags" %>

<%

String patient\_id = request.getParameter("patient\_id");

if (patient\_id == null)

patient\_id = "1";

String repository = request.getParameter("repository");

if (repository == null)

repository = "OurVista";

String jspUrl = "/repositories/" + repository + "/patients/" + patient\_id + "/grommit";

String user = request.getRemoteUser();

jspUrl = jspUrl + "?user=" + user;

%>

<tags:IncludeRestlet relurl="<%=jspUrl%>" mediatype="json"/>

5. Call the JSON data from within process<widget> method using a similar method as listed below

var serverLink = "grommitListJSON.jsp?patient\_id=" + patientId + "&image=" +server;

$.getJSON(serverLink, function(data)

{

//Check to see if any error message

if (data.announce){

updateAnnouncements(data);

return;}

//If no error message then continue with javascript

var html = v2js\_listGrommits( data );

$("#grommit").html(html);

……

});

6. Create the associated listGrommit.vm file, and call appropriately in the processGrommit method. To produce the desired format for the html data.

Now you should have a fully functioning new Grommit widget. That you can drag and drop from the Widget list on the right hand side of the medCafe application.

## Overview of how MedCafe Retrieves Tab information on Patient Select:

In **index.jsp** the **searchPatient.jsp** is loaded via iFrame.

This calls **setOnSelect** method in **medCafe.patients.js**, which checks to see if this is called from introPage or not. (The searchPatient.jsp) is used in both places.

If it is in the index page, then calls **retrieve** on medCafe.patients.js.

### Retrieve for patient on medCafe.patient.js

This method gives the user a dialog option, if they want to save, not save and continue to new patient, or cancel the change of patient.

If they decide to save, calls **saveWidgets** on medCafe.widget.js (see below).

Once the data for the previous patient is saved, the tabs are removed, by calling closeAllTabs.

The **populate** method on **medCafe.patients.js** is now called for the newly selected patient.

The populate method calls the **retrievePatient.jsp** via a Ajax getJSON (jQuery) call.

The retrievePatient.jsp gets a list of widgets for this patient from the database table **widget\_params**, formatted as a JSON object.

It also adds the newly retrieved patient to the list of recently accessed patients (to be used for quick retrieval) and saves to recent\_patients table.

Then, the list of patient ids in each existing repository is retrieved and saved to a JSON object, “repPatientsIds” that is stored in session memory.

The JSON object containing the widget settings is then returned, example below:

{"widgets":

[{"id":2,"rep\_patient\_id":"4","location":"center","repository":"local","name":"Filter","server":"filterTools.jsp","patient\_id":4,"type":"Filter","tab\_order":2},

…..]}

If no widgets currently exist in the database (for case of new patient, or one not previously accessed in medCafe), then an empty tab is returned. This empty tab object is required for drag / drop functionality (see earlier).

The JSON object containing the widget settings is parsed for all required meta data.

e.g. the widget type, tab number, url, location (in tab order), repository, etc,..

Then using **addTab** method on **medCafeTabs.js** (described earlier in How Tabs Get Loaded section), a new tab is added to medCafe, and the **createWidgetContent** on medCafe.js is called for the new widget. (Also described earlier ).

## Saving the state of the Tabs/ Widgets saveWidgets on medCafe.widget.js

First the existing widgets are deleted from the database, for this patient using **deleteWidget.jsp**. To clear the database. (This has to happen prior to any further processing.)

Then get an array of all the Ids of the widgets that are currently associated with this patient (one per tab.), by calling **getAllIds** on medCafe.widgets.js.

e.g. id= “yellow-widget2”

Using this Id, the function **saveWidget** in **medCafe.widgets.js** is called

The saveWidget function uses the id to get a list of all the settings associated with this widget, and formats them as key value pairs used as input for **saveWidget.jsp**.

The saveWidget.jsp, takes these key value pairs and formats them as **JSON** data, example below.

{"id":"2","remove":"false","location":"center","repository":"OurVista","rep\_patient\_id":"2","name":"Details","clickUrl":"http://127.0.0.1:8080","server":"repository-listJSON.jsp","patient\_id":"2","type":"Detail","tab\_order":"2"}

This contains all the information needed to retrieve the widget at a later point.

The saveWidget.jsp then calls the Widget.saveWidgets(userName, jsonobj) java method, using this JSON Object, which saves the widget settings to the database in **widget\_params** table.

# To Do List

Annotate Images – zooming shapes, moving image (On Annotate):

To bring up this functionality, click on a Images, and click a document, then when the document is brought up in a new tab, click the Annotate button. (This is the only widget that is currently in iFrame.)

Tag user specified shapes with associated Notes. (Probably need to use a right click menu).

The image won’t drag when I have added the capability to draw on shapes on the image. Due to the fact that the mousedown event on the image has overwritten the mousedown on drag for the underlying canvas.

I have tried various methods, without success, so added navigation buttons at the bottom. Unfortunately the shapes do not always stay in sync with the underlying image.

Tag Clouds?

## Test with iPad

It’s been a while since I last tested with the iPad.

## Image

Images don’t display unless the Image tab has focus. Same for Timeline widget.

## Timeline

Currently the First Visit band is hard coded. This information needs to be retrieved using first date from Mary’s OpenVista Visits.

Click on an appointment in the Timeline, and bring up details of the visit. (This info from Mary.), see above on example of how to do this.

Keyboard keeps popping up on iPad when click Timeline. Annoying.

## Modal Windows

Since moving from iFrames, the modal windows do not always work well. Needs testing.

All modal windows are called Editor Tab.

## Associate Patient

We need a mechanism to add a new patient to our system, when they exist currently in VistA. Dependant upon Patient cache functionality. (More documentation here.)

## Add an Image to database

Need a mechanism to add an image to our system, so that the image can be tagged with meta data.

## Listing of hData and OpenVista Data

As these are not patient specific, they shouldn’t be saved when we save patient data.

## Templates

Need to add template functionality. So that bring up a range of widgets at start for a new patient.

## Vital Signs Charts

Use the vital signs data from Mary to create charts.

## Other Possible OpenVista Data

* Lab Visits.
* Lab results/ labs pending?

## Header Information

Make sure that the header info is populated. (Vitals, Patient data, Problem list, etc,.)

## Allow for Entering of Problem List data

## Licenses

Update Ray on the list of licenses of plugins that we are currently using.

## iPad

Sometimes a Tab will appear with a concatenated list of titles. Sporadic though. Hard to recreate.